
Scope

● Object-oriented code similarity is the similarity
between syntax, function output, code structure,
architecture.

● Comparing code is useful in a lot of situations (see Use
Cases) and used in education, engineering, research,
etc

● Structure analysis is very effective but difficult due to
its specific aspect.

● The state of the art shows that every software has a
flaw when it comes to overall comparison (not based
on one use case).

● The ultimate goal is to have one tool that can do it all (a
do-it-all tool) achieved by building a collaborative
toolbox, picking the best from existing software to
compare code.

● Going from source code to models.

Insights
● Clones and duplicates increase software tests and

maintenance costs.
● Factoring out duplicates and inconsistencies

management needs duplicates detection that can lean on
similarity calculation.

● Experimentations done on the code of the Benchmarks
according to Use Cases.

● 15 tools identified and 7 tested.

● State of the art: 23 papers studied and spread out into 5
categories: tool comparison, tools, metrics, methods &
approaches, and models.

○ “Plagiarism detection must be integrated into the
toolset and activities of MDE instructors.” [1]

○ “When source code is copied and modified, which
code similarity detection techniques or tools get the
most accurate results?” [3]

Milestone 1 - From code similarity detection...

A SimpleGame Example (code similarity)

Plagiarism detection requires code or model mutation to introduce the malicious copy strategy (future work).

Milestone 2 - … to model similarity 
detection
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From code similarity detection to model driven 
similarity detection: first milestones

Use Cases
Plagiarism

Licensing

Clone detection

Code refactoring & Code reuse

Pattern detection

Software defects,

Malware insertion
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Tool Comparison
• Different existing tools compared [4].

• The best (overall) tool is JPlag according 

to its results and ease of use.

Model Driven Software Engineering

Benchmarks
Simple programs

Student applications

Lego EV3+android 
applications

Git repositories

Plagiarism benchmarks

Best tools
JPLAG

MOSS
...

According to our experimentations,

JPLAG and MOSS are very good in their

comparison results, they both give

accurate detailed and easy to understand

results. JPlag is used in this poster for it’s

easiness and simplicity.

Objectives
● Detect similarities in software applications:

○ source code level
○ model level

● Identify the best tool.
● Produce similarity metrics.
● Provide guidelines

Empirical software engineering

V1

The second Operation 
Game() is missing in V1 
comparing to V2

● Same results, different entities : (Java → Constructor - KDM
model → MethodUnit - Operation<--> UML).

● Model similarity detection reveals changes made on the
architecture of a program regardless of code details thanks to
the rise in abstraction, while the code similarity detection
returns a global rate of similarity.

● Abstraction requires fine heuristics to obtain high-level
concepts [2].

→ Meanwhile, the upcoming milestones of the research might
come up with a proof of the efficiency of a certain model-based
comparison compared to the others. Much remains to do,
especially in reverse engineering and comparison implementation.
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The second Method 
Unit Game() is missing 
in V1 comparing to V2
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V1 V2

Compare

The second constructor 
Game() is missing in V1 
comparing to V2
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Metrics Study

• Similarity ratio = f(software engineering metrics, 

similarity metrics).

• Metrics help also for abstraction means.

• We experimented a simplified version to validate 

our computation formula.

“A metric is an
information that can be
extracted from code
resulting in a number
(e.g. number of lines)”.
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